**OOP**

Classes:

- Blueprint that defines properties and behavior of an object

- Also specifies some common storages, **every instance has one own copy** and not every instance **shares** the same copy.

Each class has a **private & public portion**, of which **functions (methods)** and **variables (attributes / properties)** can be accessed. Each class can only be passed to certain functions for editing attributes, where the functions are pre-defined.

This allows for **encapsulation**, which is a representation of data that does not allow direct access, but rather only using exposed functions.

|  |  |
| --- | --- |
| **Public** | **Private** |
| Publicly accessible to all other classes and functions. | **No visibility** from outside. Cannot be modified using any other means, can only be modified using the functions defined. |
| Methods that can access all attributes. | Can **only be accessed using public methods within class**.  Other classes can access member/attribute **only if they are ‘friend’ classes**. (defined using **friend class List**) |
| These are the only parts of the class that we can access from the outside. | By default, all members of a class are **private** if not specified. |

**Instances** can be created from each class:

- Attributes / Properties belong to the instance and each instance has their own data

- Methods belong to the instance and operate only on its **own data**.

Constructors + Destructors🡪 Used Automatically or deliberately with **delete** or during initialization.

When using classes, we need to have functions that are functions to initialize the object while destructor ‘frees’ it.

Inheritance  
Letting different implementations use the same code and inherit the properties. This uses one **parent class** and other child classes with class child : public parent {} copying the public code of parent. The private members cannot be accessed directly, but the public methods can.

Polymorphism

This is the use of virtual functions (enables overloading) to ensure that the same class, same functions can be used to create different results. Not the same as template T.

**Time Complexities**

Omega 🡪 best case (lower bound)

- T(n) = Omega(f(n)) if there exists a constant c > 0 such that T(n) >= cf(n).

BigO 🡪 Worst case (upper bound)

- Same, but T(n) <= cf(n)

If BigO = Omega, *T*(*n*) = Θ(*f*(*n*))

***f* (*n*) = O(*g*(*n*)) if and only if *g* (*n*) = Ω(*f* (*n*)) is true.**

**Peak Finding:**

Recurse to the **larger side** for 1D array. O(log n)

In 2D array, **use middle column and find max element within it**.

Let index of mid column be ‘mid’, and max element at m[max][mid].

If max < m[index][mid – 1], recur left half.

If max < m[index[arr + 1], recur right half.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAb0AAAC5CAYAAAC8yOHmAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AAEGdSURBVHhe7d0FeBRHHwbwUNzd3UkgwRMkRHALUtzdrTj0K26lpcXdHdqiLe4uwT04QeMuJ7vvtzLJ3Z7ECSH3/z3PPp2Zndvbm9vse7N3dK1ACCGEWAgKPUIIIRaDQo8QwakZndBizllWI4SkVikr9DhPWFlZIW26rqzBkkRIrz1nmYbgWUuS0/ghyw9W0vNY5SwDdRI9ERf0HGWLF5a3KyylS9dCuOarvYqvIrGhN9E+v/Tan4dzrOX75f36AarZVUaWBrNYCyGpRwqc6WktNPRkTct+xdDT07Ns2SQLPZd67RDzqT4STgNWsHLqdWNJ5ziGnlYIyJqsnHTe3ziS6GPn5u5N+OgXKuxiKAo0mMFaCUk9KPRSmO8x9Op1+pmVzKHQU/o6obeuQw18SqqJJoUeSaXMhh7neUS+XJU2E0KFk+P9I8tQqlAOZM5VCBfeBbJewuks5CPq16mBUkXySv2LlC6LU0+82FrZZ/cN0jr3dx9Q1boc0gjl7HmLYfNdH9ZDn37o8SiR7gd5PzKWgJpLjjgwrWde8dJdS9w9vBQlC+WS9qmcTTNhb40Ff3mIyuXKSn0yZysA+xErTQQZj93zeqFA9ixCv7TCtlzhG641GXoT+7VC/qzppO2VrmiDO++FT+KJFFvoTR3khgLZdM/p7mn8nONci0vrDRcPvRP//NZlTPaxn3Kc9Yi71g4l5McXHM9aZCt6NWLbdWUtsgmG4/bB+DW4b57IHmsVw+VNDgs71ke2TGmRJl0GVG08EZz3Tflx9eeyPiz0gv1R1UY+xrPlKYoNd5TH+NVlA6OfT3/J6TiM9Ui4ZA89nkMr28LIkKUIwlgTISldrDO9MUUzYGLfhpi25jRr4fDf7qusbNowVxeoWDnKm30/IV+phgiO/qPkMa9NZXwJ07B6FF3oqYI/wr5yHXwOMdxa7B7+uxJjx441u1z1DGE944pD0XxZMGTeP6wOaEI8UbDBFFaThXmeR43uU1lNFvD2Omq3mMhqsnUj22Gf+3tWE2nQq4ELXPW/0+NUaF2lFh591t9XDmtHtMWF1wGsnjBmQ49Xo311Bzz4FMwaRBw2jGqH0y/8WF0p+WZ6HFoYjHeUjaNbIzTqe0Rh3FoK4/bYYNzWDG+LS2/NjFvYfbOhN79nQ1x9F8RqwpaCX6FRfWcMPfCatcjE0LOr54YgvWN8YVsbfAw1PsZTw0yP5zQonTmt8FrS4nFEUj0xIV9X7KFXMC3ue8VvZvHvlA4wjBQx9G75qFlN5nPpD5x66c9qUeTQC/tyH6Xte4CPYTaSvMTQ68TKOi65i+rN9ji0tGtmNFMTvTkyD8fehktlXv0Orv/7VyorcP7IpRd6Pk8P4PgbUydpLaq5Je7Sk7nQ8391BAc9fFlNHweHtv9jZaXkvLw5b1hHaKWDgodtjtJQceLJlsfA2k2jx8378X6cNBluWlR1m8nKBsyEHh/6CM6/nGI1nVcn/jAZeoaXNwOuL8URo/FMotDjNahUQLxSYDxzFJdp/75gHROALm+SVCoOMz358qY5kSGfUL9mFWRNL1+GzFe8HErkz5Go0LOyygW3Ns7Y5f6ZtcXfxdWj4ejoaHY5/DS+M6U4hB4XiZINJrOKgbAH6Lv9gVQMf7QHG+/pLhHr8Gigd3nz5voBipOYcikg7FHCmQu9+1uHmHiuqMX0cyZn6J1b9hNC1BwiXx3D6iOHse2+GCihqDpINwO/vra/iX2PWgqaHjczoed9bS3W3TF+r8TLm9889AzQd3qExC6RoReJqrY/Qi192tZJipme6PiK6Tj4QPn94LcTl5meFvWrdo0OLX0Bd7Zh3W355McF3EXf9beksgIfqpzpCTOWf+5/YbWkZS70Al78h53uH1ktbpIz9Pyfn8LO58GY2L6fUNOgiO0gqD3PYOtD3eVY70f/YP9Db1aLIzOhx/m5o+f6u6ym4+O+3eJDjxc+5C1fvhyrduxnLYSkfIkLPU6Y5U34V3GS10SEok753EkSeqLnO3/C5gsvWe1bikvoCa/pygr0XnqC1WQaVRgqFW3IarLh9rbwC9UfDx4rBzWBo+Lf6WlhW6IcvoQrx43XRmKyaw9W0+E5LarmyyjNaLw0MZ/9zP+QRYtaZSvgs9FzqvBL096sphR76HFo3vsPVpbxWjUefDB874EI38vS/meybsxaDKh90PDPixi+QB7j13uHYPWMAQhRvBYtKhcvBy8T4zbRuTurGYjhO712lSsgKFL3LvOcCi5l8iYi9HiU+sEOnP61e57Dh2ePFX9L8ZXcoRfkvkR6rzbcMvWDNEJSJrOht3pYb7i6uqJYhh/gJPxXLIvLTU/lpZ6/5g5AVXtHaV1tO2v0mrAY/0z8UXrMoSfyH/vVbRNRt0ox1HJ0wU0/+UTk9+w0HGuUQ7U6DeARzL7o57yE7bgoQu/iH4NQKEd2NBC256PSj5fkpJFeX4b0+eHaagRrAxZP6o1c6TLApa3ye6I7JzejcLnK0mMc69bGD9W7wT9c+WMGrToUI1qWR+264ti5wLpkPlx48gX1MueWHhcWdfbThmN823qwq1lXaq9TqxoyZXXE/ffGl2fF0LPJlV46Eb1VGZ/9Vg9pK21DXApmzgwXVm7cvrsiuMXnnNzBCXY16sjPWbsa0mesi7vv9EOKQ1/2+Bz5S0Zv19W1tcnLh+e3TEflavZSn9o17JAtlwueftH/sYws7ONJaf8zlHFhLYY4FM+UDs8CowItEhmz1DMOC3Hc2tRDVTZuDuK4ZWsgBK3euHFfdPvtXBt5SleLrs/a95B1EjYVGYg2xfKijqMTXJwbIG8+F/h6XlWE3oU1P6Fm+QKo4+yKB6HyaN7++3c0qFkedg6O2H5dOXsOenMWpcpWkZ7LqU515MxaAf/eUIZofB3/pSMiEpOagj0ju8hj4OKE9DlLRY/HNYO/e9Fsu2zI5jiK1Qj5PsQ60yOEGDP1nZ5F0QYIH07S4mVA/H9ZTci3RKFHSAK4b/8f3EOS6lri90ft+wgjdz5hNUK+HxR6hMRB2MOdaNasmbQ4OVTHz5vOsDWEkO8JhR4hhBCLQaFHCCHEYlDoEUIIsRgUeoQQQiwGhR4hhBCLQaFHCCHEYlDoEUIIsRgUeoQQQiwGhR4hhBCLQaFHCCHEYiR76AV9OIsMjtNZjRBCCEk+iQq9I7O7S7eBOfQhjLXELujDGVg5/I/VjN3aOlnaprg0m32atSa3UDgP+Z2Vk0uE9JpzKu6n97WEo2i27PAJU97u6Lug9kH6NOwu6HkqQWNusEKuRR9HVnWmsUZjoW8uYfLhr3O/Rv/H/0rPX2PcdtZCCPnWEj3T83l6JF6hF2dhD75Z6G3uYYsbH7/Ca4qDpmWTI/TChJNxBnwOUd5k9XvTpVwMoRdFG4aCDcyHnnhD1wYFssHPxP0HkwKvjUBTCj1CUgwKPQN8xCdhJuGWDMFjWvKEnloIvazwC/9WN+VNGkkTekDkx8MYteoyqyUtCj1CUhaToXf5Tzf5slCWaqxFpnq0Vm63KgQtL59tokJvwfh+yCiuy1QKszddkNYphFxnjxWWGC5vRosl9G4cWgH7yiWl7dnVc8LOS8/YmsS5/9csTDj6ltV0euYV970lPC7tQZ0qxaXndW092ORdwsP8XsGtobPUJ1cBa/T5/R8TQcbj5OYZsC6YR+iXQdjWQARGciZDb+nMEaiYP5O0vfrNWuOZVwRbk1Ac8lnlQbD668drz3xR47YbDpXZuLkNUYxbsKd8t3TXbmtYC3BgelepLXe7WazFWFKFHs+pUShLbVZLDA6/T+mP/MJ+W1nlQ9+Ji82EngYbxnZFvpyZhX6Z4Nq8Az4HR7J1hJCvycxMj0fXat1YWenNkdm48EV3t2Qx9FycquDiC1/WAvw7rzcueZm5ozIXhkKOiQu9Q78OwOL/lDewPLZ4FKb994LVEm5IpRz4EmHquy4ORfNlQfvRuhOzOvA5Cjefz2oyle89lGnSl9Vk3k+OoV73X1lN9vfMXlhxSn9/1Whe1QmN9L/T4zXoVd0a194EsAaRFtNa1MCdT6GsnhAcimcognDOODEurZuAxo0bm12OeASynnHFoZgwbj+OXsvqUeOmHA9hvqUIPQmvhX3Xrx964vHeoGJuvE3MhwDhvepXrRIuv/JnDUC4/3OUKt0ejRWhx6Ffw6p44qP/96FG21rV8Sn0O/yOlZDvjNnLmzeW9cIX9nF8Tqv6eBshV7b3a6M40Yih99frIFaTcV7X0XyFO6sZSGzocV9Qc9R+o9mQeOJaMaQxIhNx3hJVt8qOcLWpy35i6P1o9LwuuYsKMRSFR4dqDYXxMd6JJ3un4vwndqLjPqHemD1G2+I1Xoofsvi9Oop9z7xZTYcXTrB2HeaxWsI45CwDlYnQS3pi6BmPm7Ni3ETfNvR61S+PnY+Ux3F8BHqewSb396ymE+53S/FDlrCHO7Dxlu4DYhSeC0ZlpzmsRgj5WsyGnspjL9a7+0iXZ4b/tg2txv0ttPJwbTNB7sCY+k5PDL2my26ymoFEhl740/3SZS/TS3q8C0jMZSIeZa1yIEJj6qKlGHqdWFlHEXpcJEo5T2EVA8Lr6bv9gVQMf7QHG++ZmjHxcNC7vHlz/QATrzFqKSLsUcJNb+sKrYnAuLv/TwwdOtTscvltCOsZV2LoGY9bSgu94U7W2PEw4aF3b8tofAgy/mEQpwmDi17o/T28CT6ZeeN6Va+eqPeUEBI7s6EHBKP5sD3wOjcfL/3VmD2ks/BpVIthcw6z9bLkDj1EvkaTGSdYJel1L5wZ/pHmLm/GEnpCyb5qn+jQ0hf69B8sueYllTmfGxix+7FUVuDDkUtvpud1fxdOPPdjte/V9xF6rrYF8ZRdzUiIDxdWwP1DMKvpaMI+oKZe6D3/Zyqu+Zr61awWTrZdTR47hJCkE0PoAf3cBqNiti7SH6L/02PY8fQWdt35JK9kkj30BEv6OuJZoPGM7sWpdfBN5C8SL64cjrX3dN/L6MQl9ADPo3Px03bla+d5DlUL14XuaiKPXrZVoDKYau2a1A4OeqHH82qULmaDYKNzMY8/uoxi5ZQurqGnhXMbZcA93jISeZLhhyxiuJbPVCpRgcNrQ1GqYGtWi8JjoHVOxUxP/GBTrJKr8N4qn+3wwr7Yct/UcUcISUoxht7iIU5YfCdqpqFGdqs0eBOsmwX5Pj6FQb3aoHX/4dh/5Y3UxgU+xqhBnVHCuQv+OCxfzhO/5J828SeMHj0ao0cNR5YiteWysExZfUzuI+L8o9tHD++BEnXaR9c3X/vAOgk4NeaM7Yr6zTpK60YN6oFShcrg120XE3XiEqn8niFbpfGsFkUrPM8oZM1UDqMn/snagL9WzUXRjFkxauom1iI7tmkObBo0l/ZtcL/uSFO+MT4EKUNaE+mPDnWLoVvfQUK/kWhauwz2XHyBBjmLSY+LiHoh6kB0dayONp36Su29u7ZHhkx2OPHwI+sQfx6HZkuXSIfseMhavhZ53LIZjNseM+P2z8L+cOs2UHjMMFS3qYLdlz1QxcYBi7dfZT2EPr9NkcZBXMrnzI2RrDx22nzdpUHhw8IvE3THW+Yi9tGPmbr1POukow68gUaTdrFawoX5PEXVqpUwcJT4XMNgW7MWnvgEwbp6U4yfs5z1Evp5e6B2jjzoN3i40G8EGtcqieX7b7C1hJCvKcbQs1QjrQvhhV64k9SMx6hqBfCW3m9CLAKFngm8NgA1By9jNZKahXleg9P0U6xGCEntKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMVInaHH+8Aqc37dnQpI3IjjlqUAjds3dnX5MNT46V9WI4QkJYsOPU3QS9So7YSJEydGLx6BKe3/tq+R9qt8gZqJvm1SrJI59C6v+016baMHumHn/c+sNXH4SD84VrTGT+MmRL+nxx98YWtlTy5fZqWv7+TKWejTzA6Pw+J+g9rYQu/S2l/lcRvQGrsMXpt5HKZOmQyXCjYG9zGMu5jGjY94J+zTGNTrsZW1EJIyWfTlzRUuhRH8ncxqmiZH6H0jgR57kiz0rq0ZDc9Y8mV6j6aslDzurh8Ur9CLq4Bnu+MRerJFHVolOPSmdY9t3IIo9EiKZ9GhN75oOqhZOaWj0Iubo9O7IYSVzaHQSxgKPZIapK7Q4yLx89gxGDNmDKrkzW/2Mt2rczulPjWypsEo4b9iWVyOP/zEesTdnv+NRt4cLfDrwOZw69RX2k6dSra47aW8U7ro3M6FqFS/mdRn2MCeSFvWBa/9IthamVYVhO5OZdC190Ch32i0qFMdW089MQg9Hte2L0Sxqk7yvo8YABtba1zxjO10bwYXoTduMVze1PjBpY4d+gwfLfUd0KMDBvdthVMvAlmHhIk59HisHtcFjVq1kZ5zcN8uyFmzNT6FKD+uhHo9kda3daiA4eKYsGXmtuusB6AK9ZTaHCqWiF4vLWPHQZWgTxQ8zq+dhnrNOrBtDYejoytm93VAgEa3QTH0Lj+6jOw2DaTjrX+31mg0bAtbq+P95Iy8nRG94/SdXsyhp8WfQ1uhpVs3aZudW7hizMLDCQo9Vcg7aRv2sY6bEHrd1mFgExv0HjgMY0YOQ8n0FeEVpvzKgNOEYahbDbTp0lvaTpf2reHQcbLuzveCSL97GNCuDrbt3y2MmxMbt1ZobGLcCImPVDvTG1wq9u+mkmamx8G2dD7suaN/8tEge9a6ipnZh9OLMXCt8Xci9UrVgTa6I49B1SohKFJ5Wjo0tyfs9ULP/+k/mLH/AavpzHSrAC+Dx8bXoFIFzY7bvY1Dcc/wDuPBl/DASxnc8WU+9HjsGOuGy5/CWF3HwbWXYnyjJOdM78PNrdh1zzh0ZjW2Ngo9u+aTWE32cltP3P5kZtzCPRIZejx2jm2Dk2+V4xb64m/Y5C/3VWd6P6TLD3+NfnxFoPHwtaws4jHYvrLRMc6HvkNRtyWK9/T9sZmo2mIyq8lebO2Bmx/DWY2Q+KPQY+WEE0OvEyvrNM6UTYi+KDwaO/RgZaWwl0cx97w8w+T87qD35ntSWYGPRBa90OtSzAZ659RonDYUUzfdYLWEiSn0eLUvymXJjeoOjmjQoCPOX3ZXnKQSylzo8ZwGLv2XsJqSv/sWnP9i/O4lZ+h1qFBX7wOLeaYub3IeG7HzrplZWiJDTxq3vn+ymlIb+yrJfnmzcuORrCS8bv976LbJ+AObyH3tEPhE6MZJDL2Ln5XvsfbZBuwyN26ExAGFHisnXBxCj+dg02AUqxgIf4p2a+9IxQiPw1h+018qK/F6Mz0eNhnyYPjw4SaXeXsS98vEmEJPh4fHo3s4tGURqhfJgifeifvkbTb0tCqUruJi8nWKy/5HfqynTvKFnvCeljV+301J9tDTRqDbrEOspjS9TZNvGnqqd2dQuUVPk+/n8OEj8CFIxXpS6JGvg0KPlRMubjO9/k7NhVmB8Q49PzwfJz6wP3TOC1X6b2bhpsNrfZBZb6a37ydHvDe8zJhEzIcej+AQU+HGodPPe1k5YWK6vOlSsTm4WN5Hfck505vdsiYi47BzyR164oesmi6DjI4jcTydypT4pqEHhKJ0pVEw8adghEKPfA0UeqyccHEJPeETrv9jFHfsLPyx63bK78UZOHSYzmqyo4sG4bcD+pd/NGhXoz4a6YUepw5GpUqO+BKiPH2d3TUPgxadZLWEMR96HGqVLoFPBs95Z8MYbL/2ntUSJqYfsoS9v4KqLUYoxk00fWAb7PUwjre4hN7x34fiRbheCAkh8Wf/LojvN5MhH9xRvdciVosi/oDEDVfe6X7ck+yhJ/C8uhlug9ewmojDwnZ26FHXOcGhd/y3ISbGrbPeuMUl9IBnJ1ag14LdrCbjw/3QqqYtPoTo/moo9MjXkKpCb37DIrCysjJafsicC5HR50we4+tVMtnvzKsg1ieuNLrHZ63G2oAp7avIbblbsxZZRJAn2jdpJK3Lnrsiegt/+Mb5wuP8rgWwLZ5f6JcOrq07wy9ciwbseQKjzzmRmNanPQqydpemLbHv8lO2Ln7mNSws76/B8kOWPHrjxqGh21TsXDQJtcvmktYXr+qI3/52Z+vjJ9DzlNHzRS1HPHxZL1lE4Du0a9IYmcT1GbOjUcuOuPdeeRn45sZRJrc1/OAb1kMPH4kRHZojg9gnc240bdcDjz/H972XRfo8QuvGdeXny1gcbToMwvsg3Yn79Mwm0ftyNlCOm+ubxka3TdrvIbWB+xzdZrg4zzgl9xEEvjtpso+4HH2uvNz77vYRNG5gJ62r3aglPHwjsaiDo1R/FGj86+JYxTBuPO+v25dCE+S2iC/ImEZuy1mqoXAE6fi8uISWrmzc8pVHu85j4B2p63FtSZvo7R38KF8J8XtyJLrtqm/iP64Sy5RqZ3qEEEKIIQo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAq9FIfDTyMGonfvwYr/K/33bsHYQejdb2Sc7j8XZU3jwlhxycRdEgghJIEo9FKoDYO7fFehd/i38VBpYw60dQOdERpLH31HpnbH4Ud07zRCSNKh0EuhvrfQWz2qFSI0SRt6hBCS1Cj0UgQO964ewMCBA/HvjYfSjWVNhh4XjDW//0/oNxSXH7xljfE3Z8RATJ21TyhpsPH3GRg4ZDQ8vELllSY8On9Y2rc1e08a32me85XW1a9cHP0GDJTKUUuEwQuICr1Xt45L63efuMbWKF1cPTd6G2ef+7BWpZnDB+KX+YeEkgZrf/1FeA1j8cInTF5p4NOzu9K2ftl2BmIu3z24Xqpfeq28ES0hJPWj0PvGtJG+qFeoGI6eeyzVn108hOLFGmFp/06K0Ht9bRcq1+6MV2I48Vqc27EAdnW6m7jzelyoUaBoExQvY4eXn4PAayIwzc0Re+8qLyVy6iCUr2SNrafvSfX3j26julC/7RUu1fXFbabXAD93dcb8v65I9XsXdqG+2zSpbIra+1gM3+mpUaRUMxQtVw1vvILBq8MxtbkDDjz0ZutFPFYNdMWk5XulsQx8dRM1izpgw4R+39UsmhCSdCj0vrEJbVsh3OCSH68NR4kfcupOzJFvUbTDMvC8sp/K9zFsxx9htfhQI2+pllArtsejmmMfVpb9VCEffCO1rCbjeQ7dCmVGuEG+xSn0+lbDvU/BrCbbNaG32QCKLfQKlG8PrcFrqOoymJWFGd71rVh2w4vVGF6D8lZZKPQIsVAUet8Uh1bDVrOy0oQfnaJPzI/3zcFDw2uFTO+CBaCMpbhQo2y1KaysU61eT1YS8AHI12wtqyip3v2FI0/9WE2W0O/0/prcGcoY1Ikt9CrVmcHKOnZOA1gJWDqwq8mZ8M7JPSn0CLFQFHrfFAe3ketZWWlKJ9foE/ODvTPwVGU6UAYVyQMNK8ddXELPH/nbbGYVJfXHAzj0WPldW0oMvUX9u5gMvb0/96HQI8RCUeh9YwMbNTNxAuZQJl2O6HY+7DkqDNjOajrqAA+U7b+H1eIjDqEnxEX/YnkRYvRrSx6Dy2Uxak+Joff56mZse2q4dQ5VMmSj0CPEQlHofWOa0PeoWdwO1+68lurv7l1C9VJ18Fsf5Q9Z7h38E826TMZH/wghdzjcObENNWu5JfDkHZfQE/Ytwhulq9bDsVsvpLr362f4sWFdHHkZJNX1vb++Ax1//RvihFSrCsX1/9ajZvlaUj1KcoeeGHAz29hj2V9npHEK+fgELavUwdLR5r9HJISkbhR6KQKHS0fWoE6dOth44pp0Se7wr+Ok+p0vev+UgAvA/4Z3Ftqd8N+VZ6wxviKl7UpLi1msTYsfWzSU2lr3N77cem3/Rmndz0t2C482L8zzDlqL223SDucff2atsjkjOkQ/74dIOXI2joxqq4dH7J9MqENfRvczXA4/iNqm/muYy9o0aN3EWWprP3QLa5O9uX1Rau/y619QC4N7cPogCj1CLBSFHrE4a8f0NPldHyEk9aPQIxaEw81/l6PpuA2sTgixNBR6JJXjMbhNI9SoUUNYauGvKy9ZOyHEElHoEUIIsRgUeoQQQiwGhR4hhBCLQaFHCCHEYlDoEUIIsRgUeoQQQiwGhR4hhBCLQaFHCCHEYlDoEUIIsRgUeikV54daTi0VdykgcSCOm3OrFDlumggP1Oq+kNUIOH/UcmyGSDrGSTKyzNALvQsrKyt5qTqcNaYwnBesshWL9YSg9vNAJ2cb+bWkSYPevY1vt/Otvdo7XNq/Ifvl2yd9VeK4ZS+eIk+kmvB7sKo2gtUSQPVBfp/z9WMNKQcffF3at3o9trKWOOC8YZWlECLMvVehd+TXKy7VRrHG2L3aPVh6zPADX+d4O/X7AGn7ezz8WQv5nlj2TI/nUMEhhYZeXPDhyJi30XdxxwDO+2byhF6qp0G5ynELzqCX5zDpjPIO919XUPxCL654LcrViXvoiTjvGwkOvaCXZzH5tDermRbw+hyF3neKQu97Dj3Ve1SccZ5VUjYKvaRCoRcXFHrEnFQXei/dj+HHRjWlyw9Obbvi+L13bI0JsYUep8bSWWNRLGd6YXuZ0GvoZGyfPNRoZsWH+2LymP7yZZgsFTF1cSL+8DWByJmWXdIxd3mT18C6YBa5j/6SJi38NfGc90W8lB4758hL7Fk9B9nE7WSxxup97qyD0vOrB9HZpYL0GLfew/DoSwhbo8Opw/Dr1OHIKfTJkbcWtp64ZTL0+DAfvXGrlOhxyxE1brFc3jy+YykalM4u9W3TZzhe3N6NWx/D2Nq4e35whvx8ZdyEGo87x7egWrn8qNKiH4JVWrmTSP9yegyXNzWRgZgypK/Ur5RzZ1x+5Yf1A5tL9aNvAqJ6SaHn//YOujSpKq3rPXq28pgUjmv7EvLrM1xWXTB3J/rYeb24jt7d5f0pYdsUG0/dR8t2/2NrRXLovbyyD7Yl8sIqbQ78NGOn8ZUIbTByR71XMV3ejBJL6InH2/zJw5FD2F7OfLWw7eSdhIWeMG61ipset9UXleMWFXp/rZ6LrGKfrLbYcPguW6v03/YlcCyVTdpO56Gj4emvdytmnkfFTFao3ngB7p7ciirF2bjN3PVdXMH5HqWq0Luz92eMXnOJ1WQH5/XBwsvKu3hHiyX0No9rgU9halaTDWtmr7jrtibcC8XyNVHcUTzM+yFy52oHTjigE6Nv6Vi+00uimV6kn4fwB5kWe657shbhD/XXPrgRoGE1EY9Ly4ZhyNpzrC7SYnY7a5x85sfqAl4N1/xF4R2he6zPwz3oPGSyIvTEcSuar6nRuOXJ0z7R49antPnQe3NwMrbeUB4PNxZ3xOW3wawWf/XtWmJuDwf8b9sVqc6pQ7D9tIdUVpBO3qZDj+fCUbVwFURqdUfX8v710M21sTDK+oTQs24Me7dfWF04DAKeIUezP1lNJylnen6P/sLozZdZTRbpeQlp83RkNVEQilRywpDlur/B0Jf78NOWG6xmbECpRIaecLw1zF8MPnofMrwf7EbXYVO++kyvVUs7HLjzibUA+2Z0wW39vxnh/DLRuSIOP/RiDSIthljnxUPvcFYXqYS/vzQYulw3vuK4jd12k9VIUko9ocf5o1THlSY+HfFY3LWO6T+sWELv+taJGPLHHviFK087+pZ3ro1AtX4MysK+XMeuO2bCNo6SM/Qm7nnAajLe7wGqztWdvHhNGNzGb2M1pYb2XVkJuLtlEq54RbCazqU1PylCb1nnWqbH7fM17LmXuHGLKfTCX+6Hc/dJeOGn/DCTGPWzFcZtz0BWi0EMoXd8Rjc8CjU+zlpYlzQOvQo9FB+8RI0y5xPWKCVZ6PEa2DqNYxV9PO4+1b+SEoQa7ZYY/Q1Wb2HqsbLEht7djeNw5Yvx8XZh5eivHnrLrug+JIo4n9tosvwWqwnB5XUNS8+/YDUdXng99bvPYzWRClWcpxmNW+Umo1mJJKVUE3oRL49FX4owXtLiqeKTFRNL6Ike3b+CoUMHo2nTpsidIR1G/bmXrRHxKGDy+eSl6bR/WL+ESc7QEy9v6jMMvXDvc9hw8z2rKe0a1AihbD9Ht2ojFwyo3p3VCz0e+U2MV9TSdPp+1i9hYgo9kbfnI+E9HQq3ls1QtWxBNOs7BSoutjOvefWripc34yCG0OvfuDkrKa0f2Nk49Ex8p9cwc46vFnpchB/6LtGf4Ztj+ju9yo1HspKxxIbe8GZuRmEhUr07k+zf6YmhV//3a6wGPNk5zOTxLS9F9T64qKTLm4Yo9L6O1DPTi3iF+vMvsEocxSH0DF1ZOxaX9C5hjLIpDnUiL8eZk5JCTx32BnMPPWY1pdmtmkWfmJd2a2NyPL5c26SY6Y20KfbVxi220DOk9ruC6XvusVr8JUXoLe7UCqa+jv25Y8NvHnq8OgSNJuxitZgkf+j92bk1VKaOt6sbvnno+T3dg1Mv9S79m0Whl5xS1Xd6v3epgye+xj9I8Hn4L7zCDE8JghhDLxTVmi1iZZ1Xxxfj+GfdN1FBby6g80zjmQmvVWHLvwk/kYpSUuiJJ57G1arBV6W8sMb53kKb8boTndrnDpx7LGe1KBza17NRhJ44bl1mHWA1HV4biS1H7rNawpgPPS1q2vZhZR1t5DtMjOF7p9gkRehFeJ5G+1+PshoT/gKZrLInOPQiPtw0GXq+kcaXlWPGY4xTdbw3cfn1/eU98I3eXPKHntrnFlx7rmS1KBzaCsdbQkMv4sMNk6GnP25xCT2eU8PGxgmhRsPNY+/MP1hZRKGXnFJV6Im/thzarQna9R+P9evXY93i2ahdsSx6TdmhuwQiBN0/2zZJ69evW4eCpV3ksrBsPa5/4gtGseqdUa9dH6xYJ65fh9Ej+8Jl0Hy2XufJyfWwtamPFWw7g3u0QTXnNvA2+BFMXLgf3B69P/Xy5cZq6bnXY8OWHdCyFyEG6laxz+rfUNBtYnT/9Rt2m7zUE5Nw7+dYvWQu2o6ej9Pub1mrCuuWzECxdpNw563eHzYXjIbVq2DkL4uk5xvXpwMatBlvdLJ9dmYjctu3kcZt5bKFyFfJHu/eXIXT8AXYfuoR62Vm3FzaJmjcbuqNW13FuO2MHjcx9KrYtYRTg+ZYxNbPmToCRao3Q4SuU5wdYs9Xtphd9HOvX78Zir0Xjre/o4+3tchfxjW679b/dCdI0eXts+DQpjfWCesW/m84ajedgrWKy5sa4XFrkL+IsI3NB1mbsB9b1qNS+kxYs36bwXuhQRuHcvhl4RLhceswfPhQFCvvgAe++j8fiqtI9KnviEnzlkv7vnjBdNTJlReL98o/tuD5SKF9Gco69Mf6HdflNk04Ngl9i1i7YuvuI9HH5q1DuvfKMW8OrIp6rzZv171X0rhtlPtJ49Yw+jFbTyh/Wfz01AbkdmgrH29LFyJPRQe8e30ZLgbHW9xp4GZvPG4P2biFfHiIpQsmYPDcpbj0UP4hCx/2Xjjf/IKyHafiwLVXUpsk0gcutjYYNWm+tO8Lpo9Hmh+KY/3pJ9Jqnhff09Uobv2jMG5RHzI5bNm0EUVsGuHvY8rv2knipa7QIySVMf5OjxCSGBR6hKRgvRp1jPfsnRBiHoUeISkGj4O7dmDr1q3Csgm9GtbAvru6fwdGCEk8Cj1CCCEWg0KPEEKIxaDQI4QQYjEo9AghhFgMCj1CCCEWg0KPEEKIxaDQI4QQYjEo9AghhFgMCj1CCCEWg0KPEEKIxaDQI4SQFK5Zyax4G987QhGTKPQs0JPDK9DEtT5+PfOOtRBD/64ah2YNbPHfswDWQkzj8fCB6TvqxxunQvdWzdCsWTOUyJot+m78ieX99BRK2NSQtisvbeAfqX/vCh6PH31g5ZQpsaH318RuqG9XEg/C4rIRHveuyLc+SlF4Hu+f3cbiaVPg0rAWlpxP2P0SKfQsVLjXw68SepMWrWel7x/3fCuFXqxUsG44Ti4moZHFki702jbpFsudKlSwa/EzK6deD3eMjWPocShRwCGWMYu/e7tmJu42WULohYdHSPul9TtJoUfi52uFnl2t3qz0/aPQi4uUH3rNmsV2TFLoKX2d0Ns/1g3vkujmkBR63zHO7yFcXV1ROms6+HFa/LNgCCrY1oazoz1m/H2X9QKub5sM68pV4Cz0dXV1QZmCFfDYJ5ytla3q4Irc2ZxxYNFwVK7mIG23XLGyeOYbwXro6IeeNswbFQtmh529IzoO2yK1JZS50Hty5yrOnDljZjmLUFX8/hoGNHdBhVqTMbaNNezrNYCrixPypquGQMVlK+G1qQLQxaa40MdJGrfKpQti4zHduMp4eJzZgbwlraUxq29fA23GLYPGY4tB6PE4u2E6ylaqIvVzql8b+Z26wS/c8N7xseDDpcfnze4E7+eXkKdEBbhI27NHXtd+CIhQbu/ChnGwEd57sY/4Gkrnr4Cnfsr3VLybflthfa1KxeGh5fHw2HrkLWUjPU+bn/Rn3zxOrvkZ5WxspXUN6tVCPpde8Nd7zls7fkXVMiVx7chmFCwrv9bqVcpi6THlJa/TC/pK+5Mld3GpT9TSYcFp1iPhYgo9baQ/2rtWQa16ztLz2VYojZlrzxqdpPf80lNanydPIcX+vQrXnfiPzZVfQ9Y8JRV9Ov1+gfWIKxXqVC2Hmk6u+O+JN2uT9RG2lzddbiw6GHUXdB5vruxDjiLl5Odzro/iFSrBw1v59yya01beH7uS+c1e3uQ04ehpVwq1pb8DZxQsWA+fPz5EPmvhHDB4Oeslh94Nz+fIXLisdCzVr22HjrP/ZWtlL89slJ4vY/oc0WMhLi0GTGM9Ei65Q48PvQUrKytkLlATamGWGIVCL4WYXSUXnGoWw5UXAeyPl0dwQKhUMonXomaNH1klCo8mNYpi/qEn4pUAuYVXIUvWenJFj37oXVw5EktPPTM6aSSEudALCvCFt7e32UXDxffZ1cIBnQXPfcNYXRySQLgOWcNqIi3K5StsECLCSX/laKx/EMTqwpb8rqLrzAOK1x/m/RgVmjVShN755SOw694XRT9OEwHHRl1ZLX5a2ZdGNbc5wnuk26I2MgAlbWLZnvDe16jbk1WUbm6agKmDHDBv363o/QwL1h1HpxcNxN4Hxq+hTiPl+3ZsbjM0Gb8bureFx+ROTVhZXzLP9ISxcrBpinC1/tmTR+DTA5j2z31WV0qumZ7Wyx1/XPdnNX3hyGU9i5WFZ/O5jMFLjiveA57TYJxzafiqTb1o4L+fO5kNvT6VCuJziIrVxG2p0b5ifrTd6sFaZGLolareE5ro443H/TVdcf2DYdimjpker34shV7WIvWgpdBLecTQe+ZvPCOLSVtnN1aKIoZeJ1bWaZs1o/BnrRQVepM6N8eRe4m4USn3VjqwTC85EENsJ5IalerMYGUdO6cBrAR8ubEV/7w1/vQshqFtNqfoP+qhpUsgwkToXl/YShF6jdtPZiUlv7t7cN5HzWpx18q+AsJMnFlubZmARxExX4Zq1bgLKymJoXfwhakTr8y103RWUvK5uRUX9V7Dsbmd4GuwDwemdUcwK+skb+hpP/+HPXe/sJrSgA7DWEkp+S5vRqBkq3VSKfTlKeSpPlI6xtQ+9zD6P92PfYaULgWVidcmfDzBpPXXWFnJXOjxQU/g8utVVtMJfHbMZOgZXt7kXmzH6quGP0RKutBzKZfLxHlBXgZuf8R6xR9d3kwFxNDzM3ue43Fw0UiULl8Jjo6O0lK7mi0K1kxc6KXPWwKDOrnhqcFl0sQwN9Pr61rW5IEvL+nwzCd+gR+X0Dv3+0C8NjOmY0pmh/yhmkfxjHWlNkPqh2v0Qo9Dofwlo8ffcJl/7iPrF3et7NuyklLwo7+x8lbU8/L4a/5glK2g995XrYKCdc2HnofZT9McChYsrdhv/WXRBd1rSKmhF3xxJmxr1TW5/46OzYRXaCw5v9PrVM5e2ofZg4bh6sr+eB+sxvPji/E2+j3hUSZNRhP7Li+9Fuxl/ZTMhV7Aw/1YcMWP1XT4wGcpIvT00Xd6RCGm0Ht7fhV2PfU1OgiTYqYHnsPOiZ3xKiC+oWNa8v2QJfbQC3t+FEtumpr1RCJXju7R4/mncwkEaoz/xP8bXUcx02tTqwUrJY1W9iVMvuf//dwRr7Xy/rw68Qf+9vAzeu9jmumZDz2gabXWrBSzlBp6vPYjRi6/yGpxk5yh9++sH+EXGYGuPx+CNswLQ9ZcwaqRwxTv374hVfE+NH5nf7MzvfBXKD1gP6vpfHLfafGh9+bABBQuXBhdNiq/w6fQSyFiCr2nB+fjwCvdd1BSUE0biSzVkiD0JBxWjOiAU0+VX8AnREoKPfF1DXSujOtvdcElXtr8pUcT3PGKZHWhJewt6rqOErao8/T0egyePlIRekGvzqFWuynQsECKsvPPidjwUO/9Yc4vHy3NZDNWHcValFrZ14NtJTdoON0b7/3oKJy6/8pqwolq7zT8+1ovangttk0Ziqz2CQu9wOenULfz/6A1uJy79bex2PJI9xriHno8GtcwOA4jvfHL0r9YRYfzOSuNR5psxUxeTtZn/ocsPBYOaoUdV56zuowL+oCWts1ZTSn20OPR0L4jK8v4CC/8b8UBVtPhvE9Kr+GHnGWhMvEafJ/ux5JZPfBCCjUeP1o3Qr9Og+SVDKcJFv5O3OAbpnyjHpzbiUGzD7GaUkzf6a0b2gRHHn1mNWH7oe/QsIZjIkKPx0Aba+UHQU0o/hj9EwwO/XhJ3tDjUDNPVljltRdejRKF3jf2Z2cndolPuWy6rn+5jMfcPi7IkC6NsC4DKlS2h4dfKJrkEPqmyYjP0slJq3t8prLRP45Y3K+23JbTRaqLrq0cIbVFhx6vQrFcGaW2tLmLJurf0vyx+W9W+poidK+1QH/WpkHhXJmltlJO81ibSIvlA5ojT/ZMwro0KFOhCh58DmHrdCK8ngoBVEZ6fK78xTF+y0XpnyyI9Ta/6WYWEcHvUNumAjKIz/1DOpSraIsTDw1PGrJXZ9dLj685ZgNrUWpl3wkaYTZQ3aYifhD6ZciUD02nGvblMKOHM9KlFd/7jKhoWw+vAiPgIr73P2SDb6R8EvO/vkR6LsPF5fcb0np94YGvUb1iBaQX+6RNj3KVbHHmse54G9XWJvrxDwLkHwE93TlWbkuTCV8MwjDw9VWUK11YWp8lXzHUth+BEBMzZ3CeyJ45HQpWa2zyGPvNqUD08+ovadJnYpeidS5umYXy7Dkz5y2GmrWHIVjRiUMtg+3ISzZhjTG/5+dRrlQhqU9W4f23dxiFUJOv4R2yZUqLwrVbmdyONvQLspQbzWrCWD/ajg7/O8Jq+iLQz7EKsrP9KlOhIpbsv87Wya6yv1NTy2fFAPJYPaQVcmVNL7w/P8DWZRg4g8ubNxa2in7sMR/5I/D9v36Jbhux67HUFo3zQ+2KpeT1WfPBVviA/UHvV68J8ezIykSdW8BrUCajbgz0F8Pvxnnhg1fmNFbY7G78ewUKPUK+ETH0CPkaTH2nZ0nenFsOK4cZRrM8EYUeId8IhR75WnbM7I8XkaZO+Zbhw92zCFL8sxYdCj1CkhsfanB5xsbkpTJC4iro+rLo4ylzroLYfdWTrSGGKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCLx4Cnp3CokWLcPJ5IGuxbKpAT2k8tpy4w1oIISRlo9CLJ87HHYP3J+yOvalV00HLWYmYs3f2VJP/x3dCSPKi0IsnCj1jFHqxm9e3OYUeISlA6gk9TSCWLVuGG68DoAr1x3qhvGzdIQSrzPz/63k1Hl46ID3mlsc7syekMG9PbBL6bNxyAiotZzb0fD+9lLa1bN1BeAfp7sr9Le1YtQy79rkLJS2O7N2GZSs24FOQ4T3Udd7cvyK9hpPXHpi92aM6PAj/iK9z2S58CYyQ2kyFnjrwI3ZvXCU85zq8+Jywy8EeJ3dI+/M+RNwbFQ7v2iLU1+PlF+ObwEr4MDy8eUZ6zKX7T1mj0sXdW6X1a47I6yND/KT6/Xd+Ul2Hx6uXj6R1W/ddhEZ47xU0AdK6m28DoRK2IR9vhxFicLxpVT5Sv9YO1lgq9tFbDG+MGsXzwXms33IYWnYjYEJI0klVM71Iv+cYNvMXFKrbDqFCnfP1QNWs5YWTi/LkoQ59i4zZSuDY/S9S/cKOZciS3hphihMbj+NLBqNi/wUIFR4eHvQBFUoWwOU75xShx/NajK9fBp1+WS83hH1An6aVMOmg6ZNuTDzP6G4PYmpps/Ak6xlXKpS364Gs2XLB41MQ+MhgdClREJc9laHBacJQolA+LDkk32Xb4/Jp5MxWGF8i9aOPx3v3HShQvSG+SMMUhgk9HPHH5fcGocfj/JpRyNtyMrxDhcdrw7FuQis49VjM1sfPx9O/4qD7NWTLbY1XXsHC5iOwerQrGg9dx3rIgt5dxYTlu/DY01+qu5/9G2UbjpDKRlTvkfPHbXj43x8oWKORcKzw2DG1Pa77yXcJ57URcM6XGZsOHJfq/p53UbxQLpx45ivVo0T4PsPwOdNQqF57+XjzeQa7rBWg5ozDKj4zveLs/d711DCICSGJlepCr17fJYp7k6k+30Cj5bdZTcBrYFvzR0RqlacgPtIPjp2ms5qwrTcnMGaDHAI6PKZ1qKcIvWvrh+LSK/lEq+/GppF44BXGat+KCvnKNkek4iSsRXW3yawsm1y/Ej6FKmeAvCYcTYuXg4o9lBeCsVG/pXIlGo/bm4ajhl7o+d3bjbHb77Kazufbf2H2+Y+sFndi6JWtPUz4cKF8vx78PR+b7sYcCv9N7w6Tc0Ih9H7IVQR/HL7JGpQGt3CFT4TxXHdiuzaKY0sMvXr9lymPt0/X0XSF3vHGxCf0Nk7pgCz5bBGsMjffJoQkVKoLvdn/vmA1Ge//EHZzLrGacFIKeYI/Tyr7RFnZrakQE7JZ7d1M3tgz4P5feqHHo0b2Eli1ejVWGyyrVizB0GXnWb9vRYWqrvNYWadKI70ZEB+Acm03sIqSj/taXPMUZlcC73MLcO+TqRBXoZpe6M1q72JyPFavXoXy5QaxXnEnht7Sq16spi8M1o3nsLIs3PcD9m1fLz3fsasPsHNSR7Ohl/PH7axiiIetYxeDfZeXZTOHYdczcU4nE0Nv7rFXrCbj/R6g+jzd8RaFvtMjJGWwuNCLDLqFNWbuKrxzcBPhVCob28rN5Ekq/PkRxUyvecHqSXbX6/cX1iJXrlxml25LzrKecRWH0OO8UGHgP6yiFPBsN868CpDKnocm4ZmPqe8qtaitF3qLu7Q2+31gQoiht/W+qe8EVShZMypEeRxd2Btle82Cp3/UPobg14HNEhB6QJOBy1gpZhR6hHx/LC70eG0kqrf8mdX0cajjqpuJeJ5aavLy2a6JHRWhd2/bT7j6Xp4NpTxxCD3hVNy+lLXBJVARj5/qlkGIRm7XhH9Av8WnpLK+cI8dsNULveAnBzB8231Wi5uts/tj2IK9rKYkhl79HitZTSf42SGM/+e5XFG9hd2A3XJZz6l5fRIUeuMb1kdgHJL7q4Qe5yl9n1e83k+g37EQkvQsLvRE7y5ugX3XKXjnI8/rPnrcQ4tKpfHMV/41oozDxKa1sOr4TelXdhpVCFbPG4z5K9cpQg+cGj0bOmD9P+ehZk2vntzBwHZ1sPS/x6zlW4lL6AnBJYxbIYd2uPda/mFPwKf3GN25Mbbf1w99Hvtm9cbQ37YgTDoZa3DuwCrU77vB6NebW37ugYkLdsA/RJ51ffB8i1ljusFtyFqprk8Miagf6jwLN54zi6H3+5+z0PnnlQgMUwkP0ODhxd2o6TSc9RBFwK50Y7z1DZdqfu9fYv6IDnC0FUJbajEQS+hB7Yd6terjzB0PaRbPa1XwuHUK9tZVcPWT/Byi+ITek0O/YcaBmxA/Q3CqMHjcPI6GFavDcO58f1VHYSxy4VNkUl0/IIToSzWh53N7J7JkySIt3WceZq3B0W0L2E/Uo/Fh2Di1tbTuj72nzX4K//LgDMoLfcrY9EdIpAacz23pMSW6Kk/0X17cgSt7rp1HL7DWbyki+rVnKRUVcmoUzZ9LarNrbfxryuOrp0vrBs5aZ3QyjhLm8xZNpe06wP21/AOeMkI9dwVHKCaL3BdMaFVP2t4f2/cK8WvenO7VUKfvn6ymJIbe2Y/io4PQoY6NsL2SOOj+QV6pj1dh1aiG0vPN23VUCqszvw2S6ovPyMHEq0NRRNp35ZItRyUhwo3dO3pYem1ZilbC/jNPWKvM+9aO6Mf3nP0fa9Udb78eNf71buDTsyguri9VHYdvf2Kt+jhUzJ4Jg+N9GZsQElepaqZHUh9d6KV+2qDXSGtVLfoXs4SQpEehR1I0Swo9QsjXR6FHUqy9/asiffr00cu1dya/oSOEkDij0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAo9QgghFoNCjxBCiMWg0COEEGIxKPQIIYRYDAq9lIyPQJGs6WBlZc0aCCGEJEayht74js1YicTHmHadWIkQQkhiJGvojf2xMSuR+KDQI4SQpGE29DjPI/IdrdNmQigPBH5+inGdaqBUvY7wCYu6R7jsy6t7GNq2jtS/5/j/4fnnQLZGFuh5Qd6WwfJD5lyIjLp3GK9BlbwZhfaSrAHQ+D9DGtZXvse57O62ifI2KnYRajzePjwHB+tCcB40ByqtfMdp34fbpT7XPoVg97KZSCeUrZ364k2AudujxowP90Jmti9vhKfQhvvh93E9kCFrKdx9F8B6iTjcvXoC06fJ+1ihXk888VSOB8IfSetW3vbH+YObkV3cbi5nnL1n4uaoAv3QWzK0ofzaheVOgMGtT3keS0Y0RcEyTaBW3NGVEEKIKNaZ3piimXB268+o3mo6IlQa8NpIjOu3lq0F3Hf/jEErTiNSrZXqqsgILOrthL88jG8DE5eZ3sIBxrOaPUObKEIvSq0aXbB0aCOMXnkUaiHsVMEfsPHiW7YWeHtoErJkLoSngWHSndG16nD8WCQngjQJD4RjM7rjwauLyJivBbzDIoWc0WJCk3FsrYiDn38wIoWxEmk1KvzewQYvApT3hAvxvIas2bNh68Xn0r7xnBrL+zeCR6gc2vr0Q+/g3F5YdOaFyTu985wWBVggnvQ3dS9wQgixbLGHXsE0WLj3KqsZ4PxQtcdyEydgHmNbNYFhtiR56GUtgKP3P7OaMTH0jj4PYjVZkPtyHH7qy2rxJ4ZexwmroI1Hbmp8juPvh16sJhND739HXrOajPO6hubLb7KajhR6QiiObNcYxx9/Ya2mvbp1Auu3HxLCOB47SAghFiJOMz3x8qYp4Y/3Rl9qM14ywTtUOdv4GjO9mIihd91LeSk2KUJPvLxpHgf30/vQ0S63NA5FKjbCnJlDTIaeeHlTn/nQawrXUoWw+6YnayGEEJIQiQo9PvQBum+5z2qxS/2hx+PnhlVx0P0FIjVRnXgEvz+cyNBrB5UwtTy/Yhz23ol5pkcIIcS8RIWeaFhDB3ir5O/z9H16cB7h0Sd+2fTubVhJhwtV/shj1ejurBQlAo4l8n0focepUNp1KqvonF4/LJGhp/sgcHrdbKw9/ZLVlFTvD0mzy5GrzVyOJoQQC2c29N49uo8bN26gS/4MOH/9hlQWl8BwZYhAEwb7KmUwZu5aaf21Yztgb10STQesNPquz+fBIeR3GoTLwvYunzqEMR1qoJLjCLZWFvjyLPK3Go3rwrY2LZiIYhWcsWFgY1y4eRcc+57qEdsX64qNo/frxg136Edv4MdnOPh7L2w8dgUBKjml1KF+OLtlPBbtPYnQeP6YJdzvvfQ8SwY2w4FruvF44RXKesg2DW+BofPXS+v+3b4WNrmK4f7TQ5i/6xgev5SDTxX0GecOb8TErafw5kvUd44aYew2os74zfgSwn70wnO4434TXZxbyXVBRMBnrB3TDCv3n8I7v3DWKtvTpwLS5mrIaoQQQgyZDT3fj+/x+vVroyXMxKxOFBYSKPf56AOVxnQfkTYyDG/Efu8+ICzSdL/I0CBpW35B8q8uQ3w+4/Wbd9E/zvjA9kW5vIH+BCxcCIeodWEs4LSRodFtkfH5JYpAJQRm1GP1F68g438CERroK6374hso7ROvDZPqH73kgNOEs7ESFp+gqODiotuCIth3oULovXsjtr2X6wJ1mO6xvqH6vwiNQFphlnfuhf4/nyCEEKIv1sub5Pug+nIXtTuvZDVCCCGmUOgRQgixGBR6hBBCLAaFHiGEEItBoUcIIcRCAP8HKlTlRhkuaUoAAAAASUVORK5CYII=)**O(row \* log(columns))** time.

**Quiz 1 Notes**

C++ class can have more than 1 constructor. Just overload w virtual or with diff arguments.

Compiler assigns one constructor automatically.

No need to give implementation details for ADT.

Inheritance is not compatible with templates in C++.

Stable sort refers to maintaining the relative order of the items with equal sort keys. i.e. if keys are repeated, their indexes are maintained. Like in excel when u sort by age, then name u want to maintain the age sort.

**Sorting**

For small arrays (n < 1000), use **Insertion Sort**. For large, use **Quick sort then insertion sort (Hybrid Quick Sort)**. This reduces recursion overhead. In place means no new list created.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Sort | Space | Best | Average | Worst | Invariant |
| Selection | In place |  |  |  | Some sorted, rest jumbled |
| Insertion | In place, Stable |  |  |  | Some sorted, rest untouched |
| Bubble | In place, Stable |  |  |  | Largest at end |
| Merge | Stable |  |  |  | Sorted but not merged |
| Quick Sort | In place |  |  |  | List is split into bigger & smaller than pivot. |

**Trees**

In-order: Left, print, right. (Touch twice) **🡪 O(n)**

Pre-order: Print, left, right. (Touch once) **🡪 O(n)**

Post-Order: Left, Right, Print (Touch thrice / Leaving) **🡪 O(n)**

Functions:

**Successor** 🡪 Search for **next largest node**.

To find the lowest node that goes left in the search.

1. Search for key

2. If node has right, return max of right subtree

3. Follow search path from the root, find the last parent that goes left to find x.

**Successors never have 2 children because successors are minimum of the right subtree.**

**Delete** 🡪 Remove node from tree.

- No children 🡪 Remove node

- 1 child 🡪 Remove **and connect child to parent.**

**-** 2 child 🡪 Replace **node with successor**, then remove old node.

Time:

O(h) 🡪 log(n) – 1 <= h <= n

Insert: O(h) = O(log n); Delete: O(h) = O(log n) ; Search:O(h) = O(log n)

Predecessor, Successor O(h) = O(log n); findMax, findMin: O(h) = O(log n)

Height = max(height(left), height(right)) + 1; **height(null) = -1**

Update the heights as we insert / delete nodes recursively.

**BST**

**If tree is balanced, operations take O(log n) time.**

BST is height-balanced if each node is height-balanced.

Height-balanced tree contains at least n > 2­­h/2 node 🡪 O(log n).

**Height is to be checked after each operation on the tree.**

Balancing Through Rotation 🡪 Start from bottom most unbalanced node

**If left heavy:**

- if v.left is right-heavy: left-rotate(v.left), then, right-rotate(v)

**If right heavy:**

- If v.right is left-heavy: right rotate(v.left) then, left-rotate(v)

Right Rotate:

Left Rotate:

New root = node -> right

Node -> right = New root -> left

New root -> left = node

Update Height of node

Update Height of new root

Return new root.

New root = node -> left

Node -> left = New root -> right

New root -> right = node

Update Height of node

Update Height of new root

Return new root.

Insertion 🡪 Needs 0 to 2 rotations to balance.

Deletion 🡪 Needs up to O (log n) rotations to balance.

- Mark the deleted node as ‘deleted’ and leave in tree.

**Augmentation 🡪 Order Statistics**

Let the weight of a node **be the size of the tree rooted at that node**.

w(v) = w(v.left) + w(v.right) + 1

The rank of a node = left.weight + 1

Select(k): Rank(k):

![Text, letter
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Basic Methodology of Augmentation:

- Choose data structure and determine more info needed

- Modify the data structure to maintain this additional info 🡪 Change functions.

- Develop new operations

Remember the update the weight of nodes during operations.

**Augmentation 🡪 Orthogonal Range Searching**

Range List Query:

- Given two numbers a < b, list out elements x such that a <= x <= b

- O(log n + k), where k is the number of output elements.

Range Count:

- Same condition, count all the elements x using rank(b) – rank(a) + 1

- If a or b are not in BST, use their successor or predecessor respectively

For 2D / multi-Dimensional searches:

- Build a BST according to x-coordinates, where each node divides the points into subgroups

- Add a y-tree that is the BST of a subgroup by y-coordinates.

**Query Cost**: O(logdn + k); **buildTree Cost**: O(n logd-1 n); **Space**: O(n logd-1 n)

We can store each (d-1) range tree in each node of a 1D range-tree. Then we can build the (d-1)-dimensional tree recursively.

**Hash Tables**

No duplicate or mutable keys are allowed (keys cannot be modified)

We cannot choose a hash function with no collisions based on **Pigeonhole Principle**, and some keys must collide.

**Simple Uniform Hashing Assumption** 🡪 Every key equally likely to map to every bucket, and keys are mapped independently.

Chaining

Each bucket contains a **linked list of items**. Space = O (m + n)

M = table size, n = list size, **worst case is O(n)** if all items in same bucket.

**Expected search time = 1 + n / m. If m > n, O (1). Else O(n). Insertion = O(1).**

Chaining may fail because keys are not random and have **patterns**.

**Division** 🡪 h(k) = k mod m; Collision when k1 mod m = k2 mod m. **m is a prime number.** Also Division is slow.

If all key values are divisible by common divisor d, then only 1/d space used.

**Multiplication 🡪** h(k) = (Ak) mod 2w >> (w – r) (Takes r bits of second half)

Table size m = 2r, word size in bits = w, A = odd constant.

Faster than Division and works decently.

Open Addressing

No linked lists, all data stored in table, and uses probing.

If there’s collision, find new bucket by going traversing down the table via

(h(F) + f(i)) mod m

**Linear** 🡪 f(i) = i; **Quadratic** 🡪 f(i) = i2; **Double Hash** 🡪 f(i) = i x g(key)

**Double hashing > Quadratic > Linear** because of **minimum collisions!**

When items are deleted, set to **DELETED** instead of NULL, else we cannot search without getting truncated. DELETED have another item put in but does not terminate search.

When table is full, chaining can add items, open addressing cannot.

Performance of open addressing = 1 / (1 – a) where a = n / m

**Advantages** 🡪 Saves space (less empty); Rarely allocate memory; Better cache performance as table is all in one place in memory compared to linked list.

**Disadvantages** 🡪 Open addressing fails when load > 80% and is more sensitive to choose of hash functions. Sensitive to clustering as well.

**Hash table size 🡪 n == m1 then m2 = 2m1; n < m1 / 4, then m2 = m1 / 2**

**Good Hash Function** 🡪 Can reach all slots; Simple Uniform; Preimage Resistance; Collision Resistance; Second-preimage resistance.

**Heap**

Max / Min Priority Queues and stores items in trees. Biggest item at root and smallest at leaves (for max heap). Height = O(log n).

Every level is full, except last, with all nodes as **far left as possible.**

|  |  |
| --- | --- |
| Insert:  1. Add a new leaf to any slot in last level on most left. Most left first!  2. Bubble up until at correct place | BubbleUp:  While v != null, swap if priority is more, else return. |
| IncreaseKey:  Change value then bubbleup | DecreaseKey:  Decrease then bubble down. |
| BubbleDown(n):  - If children > n, swap with **bigger child** until in correct place | Delete:  1. Swap(v, last)  2. Remove the last (which is now v) and size-- 3. BubbleDown(last) |
| Extract Max:  1. Node v = root  2. Delete(root) | Heap vs AVL:  Same cost of operations, simpler and better concurrency. |

We can store trees in arrays, where each level i starts from index 2i – 1.

Left(x) = 2x + 1; Right(x) = left + 1 = 2x + 2; parent(x) = floor ((x – 1) / 2)

Because this technically a tree, we can rotate it.

**Heap Array 🡪 Sorted List**

For (I = n – 1 to >= 0); int val = extractMax(A); A[i] = value **Time**: O(n log n)

This sort is **in-place**, **unstable** and fast. It’s faster than Merge Sort but slower than Quick Sort. **It is also deterministic (quick is probabilistic)**

**Ternary (3-way)** Heapsort is a little faster.

**Unsorted List 🡪 Heap Array**

For (I = n -1 to I >= 0); bubbleDown(I, A) **Time:** O(n)

**Union-Find**

How Quick – Union works is by linking **the parents of nodes together in one tree.**

Weighted union would also merge trees, but it would **first check the size of the trees**, then merge.

|  |  |  |
| --- | --- | --- |
| **Operation (p,q)** | **O** | **Description** |
| QF Find | 1 | Check if p & q have the same component |
| QF Union | n | Check all n for q and switch their components to p |
| QU Find | n | Go up the tree for both p and q, see if grandparents same |
| QU U | n | Set grandparent of p to grandparent of q. (need to find both first) |
| Weighted U | logn | QU U except the bigger one is the grandparent |
| Path Compress | logn | Make every node in the path point to grandparent |
| WU + PC | 1\*\* | Inverse Ackermann Function speed (ALMOST but not linear time) |

**Graphs**

|  |  |
| --- | --- |
| **Term** | **Definition** |
| Diameter | Max Dist of graph, following shortest path |
| Connected | All vertexes connected in a single component |
| Degree | Maximum no. of adjacent edges |

|  |  |  |
| --- | --- | --- |
| **Operation** | **Adjacency List (List of LL)** | **Adjacency Matrix (Social)** |
| P & Q neighbours? | Slow | Fast |
| Any / All neighbours of P | Fast | Slow |
| Space Complexity | O(V+E) | O(V2) |
| Cycle | O(V) | O(V2) |
| Clique (Connected Graph) | O(V+E) = O(V2) | O(V2) |
| Graph dense? Dense = θ (V2) | Use when not dense | Use when dense |

**SSSP**

Undirected / Constant Weight graphs – use BFS & DFS (Both Time O(E+V), space O(V) )

BFS – Adds unvisited neighbours to the queue, then call itself

DFS – Adds unvisited neighbours to the stack, then call itself

Bellman-Ford O(EV) – Works on negative weights, but not negative weight cycles. Start with all distances at infinity, then visit every vertex and relax every edge. Terminate early if a round passes without any relaxation. If extra round (V+1) relaxes, means there is a negative cycle.

Dijkstra O(E logV) – Doesn’t work with negative weights! Make a Min Heap of all unvisited nodes & their distances at infinity. While relaxing edges, update the distances in the heap. Move to the minimum unvisited node in the Min Heap and repeat.

Topological Sort O(E + V) – Not unique. Basically DFS, but once there are no unvisited neighbours, the value is pushed into a stack. If a branch terminates, arbitrarily select the next unvisited node. Once all nodes visited, just keep popping the stack.

**MST**

An acyclic subgraph that contains all nodes but with minimum total edge weight. Tree have |E| = |V| - 1.

MST Properties:

1. No cycles
2. If an MST is cut, it forms 2 MSTs
3. For every cycle in the graph, the maximum weight is not in the MST
4. For every separate component in the graph, the minimum weight between them is in the MST

Prim’s Algorithm – Like an empire conquering cities. Searches all the edges connecting to the current tree (starts with just 1), then adds the shortest edge to an unvisited node.

Kruskal’s Algorithm – Like a bridge operator. Sort all the edges in a min list. If the minimum edge does NOT create a cycle (i.e. 2 vertexes in same tree), then save the edge and its vertices.

Boruvka’s Algorithm – Like an air strike. Go to every node and save the shortest, “obvious” edges. There will be different trees because some edges are saved twice. Then run Prim’s algorithm on each separate tree (selecting the shortest outgoing edge of the entire tree) until everything is connected.

**Computational Geometry – Convex Hulls**

Convex Hulls are just the enclosed polygon around a set of points such that there are no concavities in the perimeter.

Jarvis’ March O(fn) (f – number of faces in the final polygon) – Gift Wrapping. Start on the leftmost node, then from the downward angle turn anticlockwise until you see your first node, and move there, etc.

Graham Scan O(n log n) 2D only – Air Strike then March. On the leftmost node, list all the nodes by their angle then construct a polygon from there. After that, “march” around the perimeter, then whenever there is a concavity, walk backwards and “fill the hole” by connecting directly to the one after.

Divide and Conquer O(n log n) in 3D – Form a couple of convex hulls by sorting according to direction. Then between two convex hulls, merge by “walking” to the edges and merge.

Incremental method O(n log n) in 3D – Like Prim’s Algorithm. For each adjacent node to the massive starting blob, update the convex edges to it.